Array is a container which can hold a fix number of items and these items should be of the same type. Most of the data structures make use of arrays to implement their algorithms. Following are the important terms to understand the concept of Array.

* **Element** − Each item stored in an array is called an element.
* **Index** − Each location of an element in an array has a numerical index, which is used to identify the element.

Array Representation

Arrays can be declared in various ways in different languages. For illustration, let's take C array declaration.

![Array Declaration](data:image/jpeg;base64,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)

Arrays can be declared in various ways in different languages. For illustration, let's take C array declaration.
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As per the above illustration, following are the important points to be considered.

* Index starts with 0.
* Array length is 10 which means it can store 10 elements.
* Each element can be accessed via its index. For example, we can fetch an element at index 6 as 9.

Basic Operations

Following are the basic operations supported by an array.

* **Traverse** − print all the array elements one by one.
* **Insertion** − Adds an element at the given index.
* **Deletion** − Deletes an element at the given index.
* **Search** − Searches an element using the given index or by the value.
* **Update** − Updates an element at the given index.

Traverse Operation

This operation is to traverse through the elements of an array.

Example

Following program traverses and prints the elements of an array:

#include <stdio.h>

main() {

int LA[] = {1,3,5,7,8};

int item = 10, k = 3, n = 5;

int i = 0, j = n;

printf("The original array elements are :\n");

for(i = 0; i<n; i++) {

printf("LA[%d] = %d \n", i, LA[i]);

}

}

When we compile and execute the above program, it produces the following result −

Output

The original array elements are :

LA[0] = 1

LA[1] = 3

LA[2] = 5

LA[3] = 7

LA[4] = 8

Insertion Operation

Insert operation is to insert one or more data elements into an array. Based on the requirement, a new element can be added at the beginning, end, or any given index of array.

Here, we see a practical implementation of insertion operation, where we add data at the end of the array −

Example

Following is the implementation of the above algorithm −

[Live Demo](http://tpcg.io/YpAUzN)

#include <stdio.h>

main() {

int LA[] = {1,3,5,7,8};

int item = 10, k = 3, n = 5;

int i = 0, j = n;

printf("The original array elements are :\n");

for(i = 0; i<n; i++) {

printf("LA[%d] = %d \n", i, LA[i]);

}

n = n + 1;

while( j >= k) {

LA[j+1] = LA[j];

j = j - 1;

}

LA[k] = item;

printf("The array elements after insertion :\n");

for(i = 0; i<n; i++) {

printf("LA[%d] = %d \n", i, LA[i]);

}

}

When we compile and execute the above program, it produces the following result −

Output

The original array elements are :

LA[0] = 1

LA[1] = 3

LA[2] = 5

LA[3] = 7

LA[4] = 8

The array elements after insertion :

LA[0] = 1

LA[1] = 3

LA[2] = 5

LA[3] = 10

LA[4] = 7

LA[5] = 8

For other variations of array insertion operation [click here](https://www.tutorialspoint.com/data_structures_algorithms/array_insertion_algorithm.htm)

Deletion Operation

Deletion refers to removing an existing element from the array and re-organizing all elements of an array.

Algorithm

Consider **LA** is a linear array with **N** elements and **K** is a positive integer such that **K<=N**. Following is the algorithm to delete an element available at the Kth position of LA.

1. Start

2. Set J = K

3. Repeat steps 4 and 5 while J < N

4. Set LA[J] = LA[J + 1]

5. Set J = J+1

6. Set N = N-1

7. Stop

Example

Following is the implementation of the above algorithm −

[Live Demo](http://tpcg.io/3FCSPD)

#include <stdio.h>

void main() {

int LA[] = {1,3,5,7,8};

int k = 3, n = 5;

int i, j;

printf("The original array elements are :\n");

for(i = 0; i<n; i++) {

printf("LA[%d] = %d \n", i, LA[i]);

}

j = k;

while( j < n) {

LA[j-1] = LA[j];

j = j + 1;

}

n = n -1;

printf("The array elements after deletion :\n");

for(i = 0; i<n; i++) {

printf("LA[%d] = %d \n", i, LA[i]);

}

}

When we compile and execute the above program, it produces the following result −

Output

The original array elements are :

LA[0] = 1

LA[1] = 3

LA[2] = 5

LA[3] = 7

LA[4] = 8

The array elements after deletion :

LA[0] = 1

LA[1] = 3

LA[2] = 7

LA[3] = 8

Search Operation

You can perform a search for an array element based on its value or its index.

Algorithm

Consider **LA** is a linear array with **N** elements and **K** is a positive integer such that **K<=N**. Following is the algorithm to find an element with a value of ITEM using sequential search.

1. Start

2. Set J = 0

3. Repeat steps 4 and 5 while J < N

4. IF LA[J] is equal ITEM THEN GOTO STEP 6

5. Set J = J +1

6. PRINT J, ITEM

7. Stop

Example

Following is the implementation of the above algorithm −

[Live Demo](http://tpcg.io/613FSK)

#include <stdio.h>

void main() {

int LA[] = {1,3,5,7,8};

int item = 5, n = 5;

int i = 0, j = 0;

printf("The original array elements are :\n");

for(i = 0; i<n; i++) {

printf("LA[%d] = %d \n", i, LA[i]);

}

while( j < n){

if( LA[j] == item ) {

break;

}

j = j + 1;

}

printf("Found element %d at position %d\n", item, j+1);

}

When we compile and execute the above program, it produces the following result −

Output

The original array elements are :

LA[0] = 1

LA[1] = 3

LA[2] = 5

LA[3] = 7

LA[4] = 8

Found element 5 at position 3

Update Operation

Update operation refers to updating an existing element from the array at a given index.

Algorithm

Consider **LA** is a linear array with **N** elements and **K** is a positive integer such that **K<=N**. Following is the algorithm to update an element available at the Kth position of LA.

1. Start

2. Set LA[K-1] = ITEM

3. Stop

Example

Following is the implementation of the above algorithm −

[Live Demo](http://tpcg.io/EQ4FEy)

#include <stdio.h>

void main() {

int LA[] = {1,3,5,7,8};

int k = 3, n = 5, item = 10;

int i, j;

printf("The original array elements are :\n");

for(i = 0; i<n; i++) {

printf("LA[%d] = %d \n", i, LA[i]);

}

LA[k-1] = item;

printf("The array elements after updation :\n");

for(i = 0; i<n; i++) {

printf("LA[%d] = %d \n", i, LA[i]);

}

}

When we compile and execute the above program, it produces the following result −

Output

The original array elements are :

LA[0] = 1

LA[1] = 3

LA[2] = 5

LA[3] = 7

LA[4] = 8

The array elements after updation :

LA[0] = 1

LA[1] = 3

LA[2] = 10

LA[3] = 7

LA[4] = 8

**Parallel Array:**Also known as structure an array (SoA), multiple arrays of the same size such that i-th element of each array is closely related and all i-th elements together represent an object or entity. An example parallel array is two arrays that represent x and y co-ordinates of n points.

Below is another example where we store the first name, last name and heights of 5 people in three different arrays.

first\_name = ['Bones', 'Welma', 'Frank', 'Han', 'Jack']

last\_name = ['Smith', 'Seger', 'Mathers', 'Solo', 'Jackles']

height = [169, 158, 201, 183, 172]

This way we could easily store the information and for accessing, the first index of each array corresponds to the data belonging to the same person.  
  
**Application:**  
Two of the most essential applications performs on an array or a record are searching and sorting.

* **Searching:** Each index in a parallel array corresponds to the data belonging to the same entity in a record. Thus, for searching an entity based on a specific value of an attribute, e.g. we need to find the name of a person having height >200 cms in the above example. Thus, we search for the index in the height array having value greater than 200. Now, once we have obtained the index, we print the values of the index in the first\_name and last\_name arrays. This way searching becomes an easy task in parallel array.
* **Sorting:** Now, using the same fact that each index corresponds to data items in different arrays corresponding to the same entity. Thus, we sort all arrays based on the same criteria. For example, in the above-displayed example, we need to sort the people in increasing order of their respective heights. Thus, when we swap the two heights, we even swap the corresponding values in other arrays using the same index.

**Implementation:**  
1) The code below stores the first name, second name, and height of 10 students.  
2) Sorts them in increasing order of the height using [quicksort](http://www.geeksforgeeks.org/quick-sort/" \t "_blank) algorithm.  
3) Searches the name of the 2nd tallest student, the 3rd shortest student and the student having a height equal to 158 cms in the record.

**Advantages:**

* They can be used in languages which support only arrays of primitive types and not of records (or perhaps don’t support records at all).
* Parallel arrays are simple to understand and use, and are often used where declaring a record is more trouble than it’s worth.
* They can save a substantial amount of space in some cases by avoiding alignment issues.
* If the number of items is small, array indices can occupy significantly less space than full pointers, particularly on architectures with large words.
* Sequentially examining a single field of each record in the array is very fast on modern machines, since this amounts to a linear traversal of a single array, exhibiting ideal locality of reference and cache behavior.

**Disadvantages:**

* They have significantly worse locality of reference when visiting the records non-sequentially and examining multiple fields of each record.
* They have little direct language support (the language and its syntax typically express no relationship between the arrays in the parallel array).
* They are expensive to grow or shrink since each of several arrays must be reallocated. Multi-level arrays can ameliorate this problem, but impacts performance due to the additional indirection needed to find the desired elements.

**sparse array**

A sparse array is an array of data in which many elements have a value of zero. This is in contrast to a dense array, where most of the elements have non-zero values or are “full” of numbers. A sparse array may be treated differently than a dense array in digital data handling.

* A sparse array is simply an array most of whose entries are zero (or null, or some other default value)
* For example: Suppose you wanted a 2-dimensional array of course grades, whose rows are Penn students and whose columns are courses
  + There are about 22,000 students
  + There are about 5000 courses
  + This array would have about 110,000,000 entries
  + Since most students take fewer than 5000 courses, there will be a lot of empty spaces in this array
  + This is a big array, even by modern standards
* There *are* ways to represent sparse arrays efficiently
* We will start with sparse one-dimensional arrays, which are simpler
  + We’ll do sparse two-dimensional arrays later
* Here is an example of a sparse one-dimensional array:
* Here is how it could be represented as a linked list:

True fact: In an ordinary array, indexing to find an element is the only operation we really need

True fact: In a sparse array, we can do indexing reasonably quickly